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Abstract—The Unified Modeling Language (UML) together with the Object Constraint Language (OCL) are the description means for modeling and specifying, e.g., software systems in early stages of the design. They allow to define components, their relations, and constraints of a system while, at the same time, hide precise implementation details. Despite providing a “blueprint” for the desired systems, UML/OCL descriptions also allow for an early validation and verification of the design. However, an often overlooked feature of UML/OCL is that it explicitly allows for the consideration of irregular variable assignments such as null and invalid—yielding a four-valued logic in the current UML/OCL version. In this tutorial, we provide an overview on this feature and the resulting four-valued UML/OCL logic. More precisely, we are providing a review of the corresponding description means as well as existing methods that allow for a validation and verification of the corresponding models. By this, we are aiming to introduce those UML/OCL descriptions and methods to the MVL community in order to trigger new directions for research and application.

I. INTRODUCTION

Along with the increasing complexity of modern computer systems, the design, implementation, and verification of corresponding hardware as well as software became more complex as well. As a means of reducing said complexity, more abstraction levels have been introduced to keep the increase of complexity in each level manageable. In the hardware domain, corresponding abstraction levels include the gate level, the Register Transfer Level (RTL), as well as the Electronic System Level (ESL), while the software domain relies on descriptions based on machine code, assembly code, or high level languages. Besides that, modeling languages are used that serve as an additional “bridge” between the initial (textbook) specification as well as a first implementation. Here, the Unified Modeling Language (UML, [16]) together with the Object Constraint Language (OCL, [15]) are the description means used to define systems from a very abstract point of view.

Moreover, UML/OCL does not only allow a concise modeling and specification of a system to be implemented; it additionally enables the designer to (automatically) conduct validation and verification [2, 4, 10, 12, 21, 27, 28], code-generation [11, 17], as well as other design tasks. To this end, a substantial number of corresponding methods and tools have been proposed in the past years—eventually forming a rather large and active community working on this topic.

However, most of the existing work focused thereby on the consideration of regular values within UML/OCL only, i.e., the consideration of a logic composed of Booleans, integers, etc. and, hence, resting on a two-valued basis with true and false as elementary information unit. But an often overlooked feature of UML/OCL is that, in its newest version, UML/OCL additionally allows for the consideration of irregular variable assignments. Here, the original Boolean values true and false were no longer deemed sufficient, but are enriched with a third value ε representing the null (pointer)—as known from programming languages—as well as a fourth value ⊥ representing errors (similar to e.g., the exceptions from Java). This yields a four-valued logic of UML/OCL incorporating true and false as well as ε and ⊥. While this certainly introduces new potential for both, the UML/OCL community but maybe also for the MVL community, very few work towards a more in-depth consideration or exploitation of multiple-valued UML/OCL models has been done thus far.

In this tutorial, we aim at changing that by providing a basis on UML/OCL for the MVL community. Knowing that UML/OCL has hardly been considered by the MVL community thus far, we first start with a simple introduction into the “world” of UML/OCL in Section II—showcasing a small example. Followed by that, we provide a formal definition of the type system and logic behind UML/OCL in Section III—including the multiple-valued cases. Afterwards, we sketch and discuss the potential of the corresponding descriptions with respect to validation and verification of corresponding systems even before first implementations are available in Section IV.

Overall, this may provide the starting point for a more detailed consideration of UML/OCL issues such as validation and verification by the MVL community. In fact, using this tutorial, the formal basis as well as possible directions for further work (e.g., extending validation and verification approaches for the multiple-valued cases) are given—hopefully triggering new directions for research and application.

II. THE UML/OCL “WORLD”

UML together with OCL offers a broad palette for modeling not only technical systems but also, e.g., concepts as well as data schemes. Overall, 14 different diagram types are offered by UML/OCL [16]. The probably most common types are class diagrams and object diagrams, which allow to describe components, attributes and relations of a system to be modeled as well as precise instantiations of all those, respectively. In this section, we will give a brief introduction to the “world” of UML/OCL by means of an example. By this, we provide a glimpse into the corresponding description means, before a more formal review is provided in the next section.
context Element
inv sorted: (self.succ <> null) implies (self.value <= self.succ.value)

Figure 1: A simple list model

Figure 1 illustrates a model describing a simple list of Integer values. It consists of one class Element with an attribute to save the entry value and an association to connect elements with each other. Additionally, an invariant sorted makes sure that the values of the elements of such lists are in ascending order. Note that, although this example is very small, it will allow us to showcase some interesting aspects with respect to multi-valued logic later.

An instantiation of this model (also called system state) is shown in Figure 2(a) in terms of an object diagram. This system state is composed of two object elements (i.e., instances of the class Element). The value of the first instance is 42 and the value of the second 1764. Thus, the invariant sorted evaluates to true and the system state is valid. Swapping the two values (as shown in Fig. 2(b)), of course, also changes the evaluation of the invariant to false—rendering the system state invalid. These examples of system states might give rise to the impression that the UML/OCL only rest on the two atomic values true and false\(^1\) However, this impression is wrong.

In fact, UML/OCL also allows for the value null (symbol: \(\epsilon\)), which basically represents a null pointer. All instances of the attribute value can not only be assigned a regular integer but also be \(\epsilon\). In Fig. 2(c) the attribute of the second element has the value \(\epsilon\) instead of a regular integer value. Having a look at the evaluation of the invariant sorted again, the result will be neither true nor false. Instead the result of the evaluation will be invalid (symbol: \(\perp\))—a placeholder offered by UML/OCL to represent issues like exceptions. In general, the evaluation of an invariant can be \(\epsilon\) as well, however, not in this simple model.

Note that the OCL specification requires that the evaluation of an invariant returns a Boolean value. But as shown by the simple list model and its system states Boolean does not mean either true or false. Instead the possible values of Boolean are true, false, \(\epsilon\), and \(\perp\)—yielding a multiple-valued description.

III. THE LOGIC BEHIND UML/OCL

While the previous section just briefly sketched the concepts of UML/OCL, a more formal basis is provided now. For a more detailed version refer to [26]. More precisely, this section reviews the logic principles behind UML/OCL models by means of their formalization: A type system, classes, models, and, finally, system states as well as constraints.

---

1 Integers as well as further (even more complex) data types are also not restricted in such an obvious and expected way, details will given in Sect. [III]

2 For more details about the OCL type system, interested readers are referred to the OCL specification [15, p. 211].
The type system offers four different collection types, which are inherited from UML: Set, Bag, OrderedSet, and Sequence. They can be distinguished by the properties ordered and unique. An overview is given in Table I. Each collection is a so-called generic type, i.e., it needs a type as argument and all elements of the collection must be of this type. Formally, the type system is extended by:

$$\mathcal{T} := \ldots \mid \text{Set}(\mathcal{T})$$

$$\mid \text{Bag}(\mathcal{T})$$

$$\mid \text{OrderedSet}(\mathcal{T})$$

$$\mid \text{Sequence}(\mathcal{T})$$.

Additionally, all classes \( C \) are also types—i.e., their precise concept is introduced later in this work. Nevertheless, for every class \( c \in C \), the type system is extended by:

$$\mathcal{T} := \ldots \mid c$$.

In addition to the already introduced types, the collection types mentioned before are also valid types. More precisely, the OCL offers four different collection types, which are inherited from UML: Set, Bag, OrderedSet, and Sequence. They can be distinguished by the properties ordered and unique. An overview is given in Table I. Each collection is a so-called generic type, i.e., it needs a type as argument and all elements of the collection must be of this type. Formally, the type system is extended by:

$$\mathcal{T} := \ldots \mid \text{Set}(\mathcal{T})$$

$$\mid \text{Bag}(\mathcal{T})$$

$$\mid \text{OrderedSet}(\mathcal{T})$$

$$\mid \text{Sequence}(\mathcal{T})$$.

Obviously, it is possible to nest collection types. This, e.g., makes it possible to have types like Set(Bag(Integer)) or Sequence(OrderedSet(Boolean)).

On top of this type system, variables can be defined: A variable is a tuple \((v,t)\) consisting of an identifier/name \( v \) of type \( \text{String} \), i.e., either empty or \( \varepsilon \) or \( \perp \), and a type \( t \) and is usually denoted as \( v : t \). It can be seen as an actual instance of a type \( t \) which represents a precise assignment of any value from the (complete) universe of \( t \) to \( v \).

### Example 4.

\( p : \text{Integer} \) defines the variable \( p \) of the type \( \text{Integer} \) and, with \( p \leftarrow 17 \), an explicit assignment is given.

The set of all variables of a type \( t \in \mathcal{T} \) is denoted by \( \mathcal{V}_t \). Moreover, the short-hand \( \mathcal{V}_t = \bigcup_{t \in \mathcal{T}} \mathcal{V}_t \) is used to denote the set of all variables whose type is in \( \mathcal{T} \) (likewise for \( \mathcal{I}_t \)). Having the notion of variables, we can now precisely define class types.

<table>
<thead>
<tr>
<th>Collection Type</th>
<th>Ordered</th>
<th>Unique</th>
</tr>
</thead>
<tbody>
<tr>
<td>Set</td>
<td>no</td>
<td>yes</td>
</tr>
<tr>
<td>Bag</td>
<td>no</td>
<td>no</td>
</tr>
<tr>
<td>OrderedSet</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Sequence</td>
<td>yes</td>
<td>no</td>
</tr>
</tbody>
</table>

Table I: Differences of the four different collections

### B. Classes and Models

This subsection provides the basic notation for classes and models using the previously defined type system \( \mathcal{T} \) and variables \( \mathcal{V} \). Models are mainly represented as so-called class diagrams enriched with textual constraints in OCL.

**Definition 5 (Class).** A class \( c = (n: \text{String}, t_1, t_2, A, O) \) is a 3-tuple composed of a name \( n \) and finite sets of attributes \( A \subseteq \mathcal{V}_t \) (i.e., attributes may never be assigned the irregular value \( \perp \)) as well as operations \( O \). The identifiers of the attributes are unique which means that for \( a_1 = (v_1 : t_1), a_2 = (v_2 : t_2) \in A \) we have \((v_1 = v_2) \Rightarrow (a_1 = a_2)\).

As class attributes may not assume the value \( \perp \), we additionally consider the derived type system \( \mathcal{I}_t \) which contains all types from \( \mathcal{T} \) whose universe does not contain \( \perp \).

Classes can be linked to other classes or to themselves using associations.

**Definition 6 (Association).** An association \( r \) (also called relation) is an element of the Cartesian product \( R := \mathcal{I}_C \times \mathcal{I}_C \times (\mathcal{N} \times (\mathcal{I}_C \times (\mathcal{I}_C \times \mathcal{I}_C))) \times (\mathcal{I}_C \times (\mathcal{I}_C \times (\mathcal{I}_C \times \mathcal{I}_C))) \) is formally denoted by \( r = (\text{role}_{c_1} : c_1, \text{role}_{c_2} : c_2, (l_1, u_1), (l_2, u_2)) \in R \). The first two elements are variables with a precise class instance. The two classes, namely \( c_1 \) and \( c_2 \), are not necessarily different. In fact, if they are equal, the association is called reflexive. The identifiers of the variables are given by \( \text{role}_{c_i} \). With these role names belonging to the association, OCL is able to navigate to other end. The third and fourth element are representing the multiplicities between the classes, i.e., its lower and upper bounds. More precisely, any instance of a class \( c_1 \) needs to be connected to at least \( l_1 \) as well as to at most \( u_1 \) instances of class \( c_2 \) and vice versa.

Note that restricting the multiplicities to one interval per relation end instead of a set of intervals as originally done in the UML yields to a simpler formalization without decreasing the expressiveness as other multiplicities can be expressed in terms of additional OCL constraints.

For the sake of simplicity, we further restrict ourselves to binary associations only, even if the UML allows for \( n \)-ary associations with \( n \geq 2 \). However, also this restriction does not decrease expressiveness, since it has been shown that a model containing \( n \)-ary associations can be mapped into a semantically equivalent model solely composed of binary associations by adding a helping class and some invariants to the affected classes.

Additionally, it should be mentioned that there can be more than one relation between the same classes with identical multiplicities as long as the role names are different and, equally to classes, \( R \) contains an infinite number of relations with the same variables (i.e., the role names and the types are equal) but with different multiplicities. Again, there will be some meaningful restrictions for models.

**Definition 7 (Model).** A model \( m = (C, R) \) is a tuple of classes \( C \subseteq \mathcal{C} \) and relations \( R \subseteq R \) where

- both elements are finite (sub)sets of the infinite universal sets,
- all class names are unique in \( C \),
• the role names belonging to a class \( c \in C \) are unique, and
• for each class \( c \in C \) the set of all identifiers of the corresponding attributes of \( c \) and the set of all identifiers of relations where one relation end belongs to the class \( c \) are disjoint.

**Definition 8** (Model elements). All relations of a model together with the union of all attributes (of all its classes) form the set of model elements.

Further aspects such as class inheritance can be modeled using the type system as introduced so far but will be omitted in this tutorial for the sake of brevity.

**C. Objects and System States**

The universe of a class type is given by the set of corresponding objects which can be defined as follows.

**Definition 9** (Class Instance/Object). An instance of a class \( c = (n: String, \Lambda, O) \) is given by a precise assignment of values to \( n \) (object name) as well as to all attributes of the class \( c \). In the following, it will be called object or object instance. The universe of objects of a class \( c \) is written as \( \Upsilon_c \).

Based on the type system given so far, now the modeling structures can be defined.

Note that the name of an object is used to refer to it.

**Definition 10** (Links). Let \( m = (C, R) \) be a given model and \( r = (\text{role}_{c_1} : c_1, \text{role}_{c_2} : c_2, (l_1,u_1),(l_2,u_2)) \in R \) be a relation. Then, an instance of a relation is a so-called link between two object instances \( \upsilon_{c_1} \) and \( \upsilon_{c_2} \) (derived from the classes \( c_1 \) and \( c_2 \), respectively). More precisely, it is an element \( \lambda = (\text{role}_{c_1} \leftarrow \upsilon_{c_1}, \text{role}_{c_2} \leftarrow \upsilon_{c_2}) \) of the Cartesian product \( \Upsilon_{c_1} \times \Upsilon_{c_2} \). The identifiers are, in general, necessary in order to differentiate between possibly various relations between the classes \( c_1 \) and \( c_2 \). A set of links is denoted by \( \Lambda \).

Based on objects and links, system states are derived.

**Definition 11** (System State). Let \( m = (C, R) \) be a given model. Then, \( \sigma = (\Upsilon, \Lambda) \) is called a system state of \( m \), if

- both elements, \( \Upsilon \) and \( \Lambda \), are finite sets,
- the object names for the objects in \( \Upsilon \) are unique, and
- all objects used anywhere in any link \( \lambda \in \Lambda \) are contained in \( \Upsilon \).

The set of all possible system states for \( m \) is denoted by \( \Sigma_m \).

Within system states, the instantiated model elements are formally denoted as follows.

**Definition 12** (Instantiated Model elements). The set containing all instances of all model elements (cf. Def. 8) in a system state \( \sigma \), or instantiated model elements, is denoted by \( m(\sigma) \). A single element is normally denoted by \( \mu \in m(\sigma) \) in this work.

Furthermore, the validity of an association has to be determined.

**Definition 13** (Validity of an Association in a System State). Let \( \sigma = (\Upsilon, \Lambda) \) be a system state of a model \( m = (C, R) \). Then, the relations in \( R \) are valid or satisfied in the system state \( \sigma \), if

\[
\forall r = (\text{role}_{c_1} : c_1, \text{role}_{c_2} : c_2, (l_1,u_1),(l_2,u_2)) \in R : \quad \left( \forall \upsilon \in \Upsilon_{c_1} : l_1 \leq \left( (\text{role}_{c_1} \leftarrow \upsilon, \text{role}_{c_2} \leftarrow \upsilon') \in \Lambda \right) \leq u_1 \right) \wedge \left( \forall \upsilon \in \Upsilon_{c_2} : l_2 \leq \left( (\text{role}_{c_1} \leftarrow \upsilon', \text{role}_{c_2} \leftarrow \upsilon) \in \Lambda \right) \leq u_2 \right)
\]

**D. Class Diagrams with OCL Constraints**

So far, we have considered the formalism for pure UML class diagrams. However, in Section II we have already presented a model with textual constraints using OCL. In the following, we discuss how OCL constraints can additionally be taken into account.

The Object Constraint Language (OCL) is a declarative language which mainly consists of

- navigation expressions to access attributes and association ends of a particular object (\textit{self}) or related objects that can be reached using navigable association ends,
- arithmetic operations (i.e., addition, subtraction, multiplication, division, etc.),
- collection operations (i.e., intersection, union, element containment, etc.), and
- logic operations (i.e., conjunction, disjunction, negation, etc.) as well as quantifiers (universal and existential)\(^4\).

For the remainder of this work, it is sufficient to know that OCL constraints can be annotated to classes (in terms of so-called \textit{invariants}) in order to express constraints that shall be satisfied by any object instance of that class\(^5\). In order to refer to the particular object on which an OCL expression is evaluated, the keyword \textit{self} is employed.

**Example 14.** The running example from Fig. 1 has one invariant \textit{sorted} which can evaluate to true, false, or \( \bot \) (but not \( \top \)). Fig. 2 shows how the evaluation of the invariant changes with invalid system states and irregular values.

The above description leads to the following definition of UML/OCL models:

**Definition 15** (UML/OCL model). A 3-tuple \( m = (C, R, I) \) is called UML/OCL model if, and only if, \( (C, R) \) is a model and \( I = \bigcup_{c \in C} I_c \) is the disjoint union of sets of invariants \( I_c \) for each class \( c \in C \). All these sets are finite, possibly empty sets of OCL expressions.

System states of UML/OCL models are simply the system states of the underlying UML models extended by the validity of the invariants. Thus, the notion of validity is extended as follows:

**Definition 16** (Valid System State). Let \( m = (C, R, I) \) be a UML/OCL model and \( \sigma = (\Upsilon, \Lambda) \) be a system state of the model \( (C, R) \). Moreover, let \( I_c \) denote the set of invariants from \( I \) that are associated with a class \( c \in C \).

Then, \( \sigma \) is called a valid system state if, and only if,

\[^4\] A comprehensive overview on all OCL expressions and as keywords as well as a precise semantic definition can be obtained from [13].

\[^5\] In general, OCL constraints can also be annotated to (class) operations in terms of so-called pre- and postconditions, but the translation of the corresponding expressions is essentially identical to invariants.
• the relations in $R$ are satisfied in $\sigma$ (cf. Definition 13) and
• for each class $c \in C$ and each object $v$ of this class that is instantiated in $\sigma$ (i.e. $v \in \mathcal{Y}_c \cap \mathcal{Y}$), all invariants from $I_c$ evaluate to true when $\text{set}$ is referring to $v$.

The set of all valid system states of $m$ is denoted by $\Sigma_m$.

IV. Verification and Validation of UML/OCL Models

Having a formal definition of UML/OCL as given in the previous section, it is now possible to formulate verification and validation tasks with respect to a model. In this section, we provide examples of such tasks and refer to approaches for the (automatic) execution of those tasks—providing a starting point for interested readers that plan to work in this area.

First, consistency checking is discussed. The preceding definitions included a broad variety of constraints which all have to be satisfied by a valid system state. However, the complexity of the description may lead to over-constrained (or inconsistent) models, i.e., models from which no valid system state can be derived. As this would not allow a valid instantiation of the system to be realized, such models obviously are considered erroneous. Hence, checking for an inconsistent model is considered as one of the most important structural verification tasks. More precisely, a consistency check proves whether the model is free of contradictions by determining a valid system state of the given model. If it is shown that no valid system state exists, the model has been proven to be inconsistent. Automatic methods addressing this task have been proposed, e.g., in [1, 6, 10, 12, 21, 28].

In case of an inconsistent model, the reasons for the inconsistency are an issue of further investigation. Finding errors in complex models proves to be a very cumbersome task, hence, pinpointing the designer to faults saves a lot of effort. Therefore, different approaches have been published which can pinpoint the designer to contradictory parts of the model [8, 22, 25]. In case of a consistent model, the chosen modeling still might not be optimal and lead to problems in later stages of design. As models provide an abstraction they should be as small as possible while at the same time complete and clear. If different persons are contributing to a model or even with only one designer if the system to be modeled is relatively complex, the designer might overlook implications of constraints. A common effect thereby is, that some constraints of the model imply another constraint to be fulfilled such that the implied constraint is, in fact, obsolete and can be removed from the model. Methods that aid the designer in this task are available at [24, 29].

In case a valid, minimal and clear model and system state have been found, this still only proves that, at one point in time, it is possible to have a valid system state. However, this does not necessarily mean that this system state does not lead to catastrophic behavior, if the operations defined in the classes are executed. Hence, while so far this work focused on static aspects, it is also beneficial to analyze sequences of (valid) system states connected by operations. One of the most obvious tasks is to check whether there are two (or more) valid succeeding system states between which an operation can be called such that the aforementioned pre- and postconditions of this operation are satisfied. This is referred to as executability of a model. Another question might be the executability of a single operation—there is no need of an operation which can be not invoked at all or which always results in an invalid system state. Reachability of a certain desired system state is also a verification issue which leads to another important aspect, namely the determination of deadlocks, i.e., system states from which no operation can be called anymore. The designer should check if the system can be trapped into such a deadlock system state from one or more starting system states. This is equivalent to defining such a state and then checking its reachability. Methods for that are available at [21, 27]. They additionally may require the proper definition of frame conditions [13, 14] as well as their consideration during reasoning [18, 23]. Also concurrency for models has been considered [19].

Overall, a huge stack of methods which tackle those verification/validation tasks has been developed over the last decades (see references from above). Many of them are also publicly available in corresponding tools such as the UML-based Specification Environment (USE) [7]. Here, the designer has to write an ASSL script for a dedicated task which, then, enumeratively executes all possible solutions (even for small models, this can make the runtime escalate). Hence, in newer versions of USE, relation logic based on Alloy and the constraint solver KodKod are combined. This also replaces the ASSL idea [12]. Other approaches propose to use CSP [10] or theorem provers like Isabelle/HOL [2]. Solutions using SAT solvers are available at https://github.com/przigoda/model-finder.

V. Conclusions

In this tutorial, we reviewed the basic concepts of UML/OCL—the description means for modeling and specifying systems in early stages of their design. Besides a brief sketch of how UML/OCL can be used, this particularly includes a formal definition of the type system and logic behind UML/OCL as well as a review on the possible validation and verification tasks that can be conducted using these descriptions. Our review explicitly included the consideration of irregular values such as null and invalid which yields descriptions in a four-valued logic.

Using this review, we hope to provide the starting point for a more detailed consideration of this often overseen feature of UML/OCL. In fact, the existing validation and verification approaches discussed above already nicely showcases how UML/OCL can be used in early stages of the design flow to check the plausibility or correctness of a model. Together with the formal basis reviewed in Section III this could easily be extended for solutions additionally covering multiple-valued models as well. A first approach in this direction has recently been proposed in [20]. However, we see much more potential here. Particularly for a community such as gathered at ISMVL, this will provide a new and exciting “playground” for further work that may trigger new directions for research and application.