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Abstract—Quantum computers promise substantial speedups over conventional machines for many practical applications. While considered “dreams of the future” for a long time, first quantum computers are available now which can be utilized by anyone. A leading force within this development is IBM Research which launched the \textit{IBM Q Experience} – the first industrial initiative to build universal quantum computers and make them accessible to a broad audience through cloud access. Along this initiative, the tool \textit{Qiskit} has been launched which enables researchers, teachers, developers, and general enthusiasts to write corresponding code and to run experiments on those machines. At the same time, this provides an ideal playground for the design automation community which – through Qiskit – can deploy improved solutions e.g. on designing and realizing quantum applications. This special session summary aims to provide an introduction into Qiskit and is showcasing selected success stories on how to work with and develop for it. In addition to that, it provides corresponding references to further readings in terms of tutorials and scientific papers as well as links to publicly available implementations for Qiskit extensions.

I. INTRODUCTION

Quantum computers \cite{20} promise substantial speedups over conventional computers for many practical applications such as quantum chemistry, optimization, machine learning, cryptography, quantum simulation, systems of linear equations, and many more \cite{24}. While considered “dreams of the future” which mainly electrified the academic community only, recent accomplishments leading to the first real quantum computers which can be utilized by everyone make this topic more and more relevant for the interested mainstream. A leading force within this development is IBM Research which launched the \textit{IBM Q Experience} in 2017 \cite{1}.

This initiative represents the first industrial approach to build universal quantum computers and make them accessible to a broad audience through cloud access. While the project initially started with the 5-qubit quantum processor \textit{IBM QX2} in March 2017, today it offers a total of four available machines, plus additional in development. As of today, IBM Q machines have been used by more than 100,000 users, who have run more than 6.5 million experiments, resulting in more than 100 academic papers. Moreover, a worldwide network of Fortune 500 companies, academic institutions, and startups work within this initiative and collaborate to advance quantum computing. In addition to real-hardware machines, IBM also provides state-of-the-art simulators for simulating quantum programs on conventional machines.

In order to write corresponding code and run experiments on those quantum computers, IBM also launched \textit{Qiskit} – an open-source framework aimed for researchers, teachers, developers, and general enthusiasts. For the design automation community, this is an ideal playground. In fact, many problems in the domain of quantum computing can be addressed perfectly by automated methods and experiences \cite{32}. Unfortunately, there is still far too little coordination between the design automation community and the quantum community. Consequently, many automatic approaches proposed in the past have either addressed the wrong problems or failed to reach the end users. Qiskit provides an ideal platform to bring together both communities and to exploit those synergies.

This special summary aims to foster this potential by providing an introduction into Qiskit as well as showcasing selected success stories on how to work with and develop for it. The descriptions shall provide an entry point for the interested but yet unexperienced reader. In combination with the references to further readings in terms of tutorials and scientific papers as well as links to publicly available implementations for Qiskit extensions, this shall equip the reader to efficiently design and execute own applications on a real quantum computer. To this end, we will provide a brief overview of different aspects, namely

- a short high-level description of Qiskit (covered in Section III)
- the user’s perspective on how Qiskit can be utilized to actually work with quantum computers and simulators (covered in Section IV), as well as,
- the developer’s perspective on how to develop new methods for Qiskit, possibly outperforming existing state of the art solutions by using expertise from design automation (covered in Section V).

Before that, a basic introduction into quantum computation, IBM QX, and the corresponding QX architectures are provided in the next section.
II. BACKGROUND

Before we start diving into Qiskit, this section first provides a brief review on the basics of quantum computation in general and the IBM Q project as well as the corresponding QX architectures in particular. Note that a comprehensive review of the wide field of quantum computation is out of scope for this summary paper. Hence, for anyone who wishes to enter the field, we refer to a more detailed treatment of the basics as provided e.g. in [20].

A. Quantum Computation

Quantum computation significantly differs from the conventional computation paradigm. Conventional computations and circuits use bits as information units. In contrast, quantum computational computation paradigm. Conventional computations and circuits perform their computations on qubits [20]. These qubits can not only be in one of the two basis states $|0\rangle$ or $|1\rangle$, but also in a superposition of both – allowing for the representation of all possible $2^n$ basis states of $n$ qubits concurrently. This so-called quantum parallelism, together with quantum correlations in the form of entanglement and quantum interference effects, serve as the basis for algorithms that are significantly faster on quantum computers than on conventional machines.

To this end, the qubits of a quantum circuit are manipulated by quantum operations represented by so-called quantum gates. These operations can either operate on a single qubit, or on multiple ones. For multi-qubit gates, we distinguish target qubits and control qubits. The value of the target qubits is modified in the case that the control qubits are set to basis state $|1\rangle$. The Clifford+$T$ library [10], which is composed of the single-qubit gates $H$ (Hadamard gate) and $T$ (Phase shift by $\pi/4$), as well as the two-qubit gate $CNOT$ (controlled NOT), represents a universal set of quantum operations (i.e. all quantum computations can be implemented by a circuit composed of gates from this library).

To describe quantum circuits, high level quantum languages (e.g. Scaffold [9] or Quipper [13]), quantum assembly languages (e.g. OpenQASM 2.0 developed by IBM [12]), or circuit diagrams are employed. In a circuit diagram, qubits are represented by horizontal lines, which are passed through quantum gates. In contrast to conventional circuits, this however does not describe a connection of wires with a physical gate, but defines (from left to right) in which order the quantum gates are applied to the qubits.

Example 1. Fig. 1 shows a quantum circuit described in OpenQASM (a) as well as in terms of a circuit diagram (b).

B. IBM QX and Corresponding QX Architectures

The IBM Quantum Experience (IBM QX, [3]) is a web portal which allows users to write quantum programs, either in OpenQASM or through a graphical interface, and run them on actual IBM Q hardware or on conventional simulators of the quantum hardware. IBM Q implementation consist of superconducting transmon qubits [17] on silicon chips. Control and measurements are conducted through microwave pulses transferred into and out of dilution refrigerators, in which the quantum chips are set at an operating temperature of around 15 mK. Communication into, out of, and among the qubits is done through on-chip resonators. Diagrams of the various IBM Q quantum chips can be observed in [2].

The $IBM$ $QX$ architectures support the elementary single qubit operation $U(\theta, \phi, \lambda) = R_z(\lambda)(R_y(\phi)R_z(\theta))$ (i.e. an Euler decomposition) that is composed by two rotations around the $z$-axis and one rotations around the $y$-axis, as well as the CNOT operation. By adjusting the parameters $\theta$, $\phi$, and $\lambda$, single-qubit operations can be realized. For specific gates such as $H$ or $T$, direct implementations are also available.

The first backend composed of 5 qubits and called $IBM$ $QX2$ was launched in March 2017. In June 2017, IBM launched a second one called $IBM$ $QX3$ which is composed of 16 physical qubits that are connected with coplanar waveguide bus resonators [4]. In September 2017, IBM launched revised versions of their 5-qubit and 16-qubit backends named $IBM$ $QX4$ and $IBM$ $QX5$, respectively.

When executing quantum circuits or algorithms (such as sketched in the previous section) on these architectures, coupling restrictions have to be satisfied. In fact, the user first has to decompose all non-elementary quantum operations (e.g. Toffoli gate, SWAP gate, or Fredkin gate) to the elementary operations $U(\theta, \phi, \lambda)$ and $CNOT$. Moreover, two-qubit gates, i.e. CNOT gates, cannot arbitrarily be placed in the architecture but are restricted to prescribed pairs of qubits only. Even within these pairs, it is firmly defined which qubit is the target and which is the control. These restrictions are given by the so-called coupling-map illustrated in Fig. 2, which sketches the layout of the $IBM$ $QX4$ architecture. The circles indicate physical qubits (denoted by $Q_i$) and arrows indicate the possible CNOT applications, i.e. an arrow pointing from physical qubit $Q_i$ to qubit $Q_j$ defines that a CNOT with control qubit $Q_i$ and target qubit $Q_j$ can be applied. These restrictions are called $CNOT$-$constraints$ and need to be satisfied in order to execute a quantum circuit on a QX architecture.
Qiskit is an end-to-end open-source software library for quantum computing, covering the full stack from the actual interaction with the IBM Q hardware, through simulation and emulation, and up to application-level algorithms. The tool itself is thereby arranged in four libraries named after the four classical elements terra, aqua, aer, and ignis. In the following, each library is briefly discussed.

**Terra:** The Terra library covers all low-level sections of Qiskit. These include tools for specifying and manipulating quantum circuits through the OpenQASM language [12], or at the pulse levels through OpenPulse [19]. It provides transpilers to make quantum circuits more optimized for running on real hardware e.g. by minimizing occurrences of CNOT gates. This way, the user can write a circuit which captures the required functionality without investing much effort in optimizing for the specific hardware, and then letting the transpiler find a more optimized circuit while maintaining the exact functionality prescribed by the user. Terra also includes infrastructure for specifying and modeling physical noise processes. These are especially important in order to analyze behavior of a quantum algorithm when run on a noisy quantum computer, as is the case with present-day hardware. Finally, Terra provides the suitable data structures and interfaces to define the various software constructs relevant to quantum computing, and pass those constructs among the different Qiskit libraries, and to the hardware.

**Aqua:** The Aqua library implements the other edge of the spectrum – the high-level quantum algorithms for a multitude of applications. Here, the user is provided with high level interfaces he or she can use in order to be able to use quantum hardware and simulators, but without the necessity to learn the details of how to construct quantum circuits. Once the user provides the structure and parameters of the application, the actual quantum circuits are created by Aqua using the Terra constructs. In addition, conventional flows are constructed to build and run the quantum circuit, such that each application is transformed into a conventional-quantum hybrid algorithm. Those algorithms can then run on a conventional machine which in turn calls the quantum hardware (or a conventional simulator of the quantum hardware) in order to implement the full application. Aqua provides solutions taken from application domains such as chemistry and finance. Many of those applications are based on implementations of hybrid conventional-quantum algorithms from machine learning, optimization, and other underlying technologies. Most notably, the Variational Quantum Eigensolver (VQE) algorithm [15] is at the basis of many of Aqua’s applications. Tuning this algorithm (e.g. specifying the optimization procedure to be used by the algorithm) can be done by the user, or be set as default by the Aqua application. Hence, Aqua provides the full range from simple push-button applications, to full tunability by the user.

**Aer:** Aer is expected to include a set of simulators and emulators for running quantum circuits and applications on conventional machines. This can serve various practices. It will provide handy educational means to explore and experiment with quantum circuits and algorithms without the burden of waiting for the scarcer quantum hardware. It will also allow the exploration of the behavior of quantum hardware under controlled conditions e.g. by injecting specific noise processes into the circuits and observing their effect on the results. Finally, it will allow fast development of quantum algorithms by again allowing for a highly-accessible way to run quantum algorithm prototypes on a conventional machine. These algorithms can be run on “clean” (noiseless) simulators in order to observe the expected results and enable design-space exploration. Subsequently, the algorithms can also be run on noisy simulators in order to analyze to what extent realistic noise levels deteriorate the results of the algorithms. The Aer library is not yet released.

**Ignis:** Finally, the Ignis library will include all constructs and implementations of methods related to quantum hardware characterization, verification, mitigation, and correction. These include methods of rigorously categorizing and analyzing noise processes in the hardware through randomized benchmarking, tomography, and multi-faceted comparisons with simulation. It will also include pulse schemes for mitigation of systematic gate-implementation errors, as well as a portfolio of error correcting codes and algorithms. Also the Ignis library is not yet released.

Taken together, the four Qiskit libraries provide the most comprehensive back-to-back software solutions for quantum computing, all seamlessly connected and communicating through the same data structure constructs. The Qiskit software library is complemented by a thorough tutorial library [8] covering the full range of tutorials from novice to the expert, and from quantum theory to low-level notebook-assisted implementations of special-purpose quantum circuits.

**IV. User’s Perspective: Working with Qiskit**

Using Qiskit, anyone can easily define and execute desired quantum computations, through cloud access, all the way down to the actual quantum computer. To this end, proper description means and methods e.g. for simulation or mapping to corresponding architectures are provided. In the following, we illustrate that by a quick run-through how to install and how to make the first steps with the tool. By this, we provide a brief glimpse into the user’s perspective of Qiskit.
Qiskit can be downloaded through https://qiskit.org/ and the links to corresponding github-repositories provided there. After downloading the tool, it can be installed by executing:

```
$ mkdir qiskit/
$ cd qiskit/
$ python3 -m venv .qiskitvenv
$ source .qiskitvenv/bin/activate
[within .qiskitvenv]$ pip install qiskit
```

For the hardware backends (i.e. the access to the QX architectures), additionally a registration at IBM QX is required which yields a token to be deposited.\(^1\) Afterwards, you can load the QX architecture you would like to work with by running a Python script with:

```
from qiskit import IBMQ
IBMQ.load_accounts() ibmqx4 = IBMQ.get_backend('ibmqx4')
```

In this example, this loads the QX4 architecture whose corresponding coupling map is shown in Fig. 2.

Having that, any desired quantum circuit to be executed on this architecture can be defined; either directly in Python or through one of the available languages such as the OpenQASM. For example, the quantum circuit depicted in Fig. 1b can be defined in Python by:

```
from qiskit import QuantumCircuit, QuantumRegister, ClassicalRegister
q = QuantumRegister(4, 'q')
circ = QuantumCircuit(q)
circ.cx(q[2], q[1])
circ.cx(q[3], q[0])
circ.cx(q[0], q[1])
circ.cx(q[2], q[3])
circ.cx(q[1], q[0])
circ.cx(q[2], q[0])
circ.cx(q[0], q[3])
```

Alternatively, the quantum circuit can be defined in OpenQASM as shown in Fig. 1a and, afterwards, loaded into Qiskit using the command `load_qasm_file`.

Then, as reviewed in Section II-B, every circuit has to be properly mapped for the respective architecture, i.e. the coupling restrictions sketched by the coupling map shown in Fig. 2 have to be satisfied. Qiskit offers corresponding methods for this `compiling` process (in the community, this is also often referred to as `mapping` process). More precisely, the circuit considered here can be made compatible for the QX4 architecture using:

```
from qiskit import compile, qobj_to_circuits
qobj = compile(circ, ibmqx4)
compiled_circ = qobj_to_circuits(qobj)[0]
```

The resulting circuit eventually can be executed on a real quantum computer. To this end, however, some measurements should be defined to make clear what outputs are of interest. If we are interested in the result of all qubits after the execution, this can be set up by:

```
result = job.result()
plot_histogram(result)
```

This can then be simulated e.g. by executing:

```
from qiskit.tools.visualization
import plot_histogram
job = execute(compiled_circ, backend=Aer.get_backend('qasm_simulator'))
result = job.result()
plot_histogram(result)
```

If the simulation shows the intended result (visualized by a plot generated by the last line), an execution on a real quantum device can be triggered by changing the backend from “qasm_simulator” to the previously loaded backend “ibmqx4” in the `execute`-command. In contrast to the simulation, this eventually yields results that have indeed be generated by a real quantum computer.

The run-through from above of course only provided a glimpse of Qiskit’s functionality. However, Qiskit provides an extensive documentation which can be found at https://qiskit.org/documentation/ and provides a more detailed treatment. Furthermore, several tutorials (in terms of Jupyter Notebooks) are available at [8]. Using them provides an easy entry point to working with real quantum computers.

V. DEVELOPER’S PERSPECTIVE: IMPROVING QISKIT

Although Qiskit is a powerful tool, it still offers much room for improvement. In fact, many problems to be addressed by Qiskit are solved in a rather straightforward fashion and provide potential for enhancement. In this section, we exemplify that by the two representative functions introduced previously in Section IV: simulation and compilation (called mapping in the following). More precisely, we sketch how simulation can be improved by utilizing a dedicated data-structure (in terms of decision diagrams) and how the mapping procedure can be improved by utilizing different heuristics. Afterwards, we briefly discuss how improvements like this can be incorporated into Qiskit. By this, we provide a brief glimpse into the developer’s perspective of Qiskit.

A. Improving Simulation

Simulation takes a given quantum state (usually denoted by $|\psi\rangle$) and determines its transformation when a sequence of quantum operations is applied to it. This requires a proper mathematical description of both quantum states and quantum operations.

Usually, the state of a single qubit is described by $|\psi\rangle = a_0 |0\rangle + a_1 |1\rangle$, where $a_0, a_1 \in \mathbb{C}$ denote the amplitudes which indicate how much the qubit is related to the basis states $|0\rangle$ and $|1\rangle$, respectively.\(^2\) If a quantum system is

\(^1\)Details on this are provided at https://qiskit.org/documentation/install.html.

\(^2\)Note that the amplitudes of a quantum state $|\psi\rangle$ must satisfy the normalization constraint $|a_0|^2 + |a_1|^2 = 1$. 
composed of multiple, i.e. \( n > 1 \), qubits, the description can accordingly be extended to
\[
|\psi\rangle = \sum_{x \in \{0,1\}^n} c_x |x\rangle, \quad \text{where} \quad \left|\sum_{x \in \{0,1\}^n} c_x\right|^2 = 1 \quad \text{and} \quad c_x \in \mathbb{C}.
\]
Such states can be also represented by a column vector 
\( \psi = [\psi_i] \) with \( 0 \leq i < 2^n \) and \( \psi_i = c_x \), where \( \text{nat}(x) = i \).

In turn, quantum operations are described by unitary matrices, i.e. complex square matrices whose inverse is their conjugate transposed. Prominent examples (working on single qubits) include e.g. 
\[
X = \begin{bmatrix} 0 & 1 \\ 1 & 0 \end{bmatrix}, \quad H = \frac{1}{\sqrt{2}} \begin{bmatrix} 1 & 1 \\ 1 & -1 \end{bmatrix}, \quad \text{and} \quad Z = \begin{bmatrix} 1 & 0 \\ 0 & -1 \end{bmatrix},
\]
where \( X \) complements the current state of the qubit, \( H \) adjusts the state of superposition of the qubit, and \( Z \) changes the phase of the qubit. Besides that, an operation involving two qubits is e.g. defined by
\[
CNOT = \begin{bmatrix} 1 & 0 & 0 & 0 \\ 0 & 1 & 0 & 0 \\ 0 & 0 & 0 & 1 \\ 0 & 0 & 1 & 0 \end{bmatrix},
\]
and performs a so-called controlled inversion.

Having both, a description of a quantum state and a quantum operation in terms of a state vector and a unitary matrix, respectively, the transformation executed by that can easily be described through matrix-vector multiplication. For example, applying a \( CNOT \) operation to a two qubits system which currently is in state \( |\psi\rangle = |11\rangle \) yields a successor state defined by
\[
CNOT = \begin{bmatrix} 1 & 0 & 0 & 0 \\ 0 & 1 & 0 & 0 \\ 0 & 0 & 0 & 1 \\ 0 & 0 & 1 & 0 \end{bmatrix} \begin{bmatrix} 0 \\ 0 \\ 1 \\ 0 \end{bmatrix} = \begin{bmatrix} 0 \\ 0 \\ 1 \\ 0 \end{bmatrix} \equiv |10\rangle.
\]
Accordingly, simulating a quantum circuit conceptually boils down to a sequence of matrix-vector multiplications using a given input quantum state as well as the matrices provided by the operations defined in the circuit.

However, a serious obstacle in the simulation of quantum circuits is that the corresponding descriptions (the vectors and matrices) grow exponentially with respect to the number of qubits. This poses a limit to simulation techniques – including the one used in Qiskit. In order to address that, many researchers are investigating alternative approaches in order to optimize simulation. The spectrum includes solutions utilizing parallelization (as done e.g. in [16], [29]), emulation (as done e.g. in [14], [30]), or decision diagrams [31], [40].

In the following, we briefly review the approach based on decision diagrams (as this has also been integrated into Qiskit). Using decision diagrams allows for a much more compact representation of the exponentially large matrices and vectors and already led to substantial improvements e.g. for synthesis [21], [23], [41] or verification [22], [33]. The main idea is briefly sketched by means of Fig. 3 which shows the matrix and a functionally equivalent decision diagram comprised of a 3-qubit quantum operation. Here, the \( 2^n \times 2^n \) matrix (represented by the top node) is split into four sub-matrices of dimension \( 2^{n-1} \times 2^{n-1} \) (represented by the top node’s successors). Doing this recursively eventually yields a “sub-matrix” which is composed of a single entry only. When additionally sharing (structurally) equivalent sub-matrices by the same node (as it is e.g. the case for the top-left and bottom-left sub-matrix in Fig. 3a which only differ by the factor \( -i \)), a representation may result which is much more compact than the exponentially large matrix representation. The difference in the factor is represented by corresponding edge weights (\( -i \) in case of the third successor; if no edge weight is annotated, the factor of 1 is assumed).

Overall, this allows for a much faster simulation of quantum computations as described and evaluated in detail in [40]. On top of that, further optimizations are possible with respect to the precision of the simulation (c.f. [38]) or the run-time performance (c.f. [43]). As briefly sketched later in Section V-C, such improvements can be (and have been) integrated into Qiskit.

**B. Improving the Mapping to QX Architectures**

Besides simulation, mapping a given quantum circuit to the desired QX architecture constitutes another important step of the Qiskit tool-chain (see the compilation step discussed in Section IV). Recall that, here, it has to be ensured that every two-qubit operations is performed on qubits which are adjacent in the coupling map of the considered architecture and that the respective positions of control and target qubits are in-line (as defined e.g. in the coupling map illustrated in Fig. 2 and discussed in Section II-B). This may require the mapping of qubits to change during the execution of a quantum circuit. To this end, Hadamard (H) and SWAP gates (implemented as three alternating CNOT gates) can be applied.

![Fig. 3: Matrix and decision diagram of a 3-qubit computation](image-url)
An implementation of the method generating this result is available at http://iic.jku.at/eda/research/ibm_qx_mapping/.

C. Integrating into Qiskit

Qiskit is a Github-based open source software project. This makes contributing advanced algorithms and methods particularly easy. The regular structure for contributions typically involves creating your own fork of the Qiskit repository, implementing and testing your contributions, and then creating a pull request with the contribution back into Qiskit. This pull request will typically include a description of the contribution and its benefits and drawbacks. In many cases, discussions with the community is a highly effective method to improve your algorithm and make it fit in the general Qiskit framework. Such discussions are most easily evoked by opening an issue in the Qiskit Github space before or during development of the new feature.

Once implementation is done and a pull request was created, the Qiskit community will proceed to review, test, and further analyze your contribution. This process may result in interesting technical discussions which again may evoke ways of making your contribution even more powerful. Eventually, after all discussions have concluded and the code is at its best, it may be pulled into Qiskit and become an integral part of it.

For more holistic contributions, for example a full software tool such as a new simulator, the Qiskit team has created another way of contributing. Here, the aim is to provide wide access to the tool through the Qiskit package, while retaining the tool’s holistic functionality. In order to do that, the tool must first conform to the look and feel of the Qiskit code, and especially support the same interfaces as Qiskit. This allows the wide community using Qiskit to also use the new tool out of the box, minimizing any educational pain in using it. Once this stage is done, a new repository can be created under the general Qiskit repository. Then, the entire code of the new tool can be deposited in this repository. This way, the tool’s functionality is retained in whole, while benefiting from the wide dissemination and simplicity of use brought by Qiskit. A prime example of such a full-scale contribution to Qiskit is the decision-diagram based simulator described in Section V-A [5].

Whether a simple improvement or a full-fledged tool, any contribution into Qiskit reaches a vast community of enthusiasts in the field. There is no better way for this contribution to create the impact it is intended for on the future of quantum computing.

VI. Conclusions

This special session summary provided a brief glimpse into IBM’s Qiskit which allows researchers, teachers, developers, and general enthusiasts to write code for and to run experiments on real quantum computers. We covered both the user’s perspective as well as the developer’s perspective. We hope this triggered further interest. In this case, we are referring to further tutorials and references as cited above for a more detailed treatment on the respective issues, as well as to personal interaction with the Qiskit team.
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